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1 INTRODUCTION
Software fuzzing is a testing technique, which generates erroneous
and random input to a software so that the software of interest
can be monitored for exceptions such as crashes [1]. Both in the
open source software (OSS) and proprietary domain, fuzzing has
been widely used to explore software vulnerabilities. For example,
information technology (IT) organizations such as Google 1 and
Microsoft 2 use software fuzzing as part of the software develop-
ment process. As of Jan 2019, GitHub hosts 2,915 OSS repositories
related to fuzzing 3.

Despite the popularity of fuzzing in software industry, practition-
ers might face challenges in implementing fuzzing due to lack of
understanding of what techniques are used to implement software
fuzzing. Such limitations can hinder discovery of vulnerabilities in
under-explored areas, such as scientific software [6] and microser-
vices [7]. A taxonomy of software fuzzing techniques can be helpful
for researchers who are relatively new to the domain of software
fuzzing and want to apply software fuzzing.

The goal of the paper is to help researchers in performing software
fuzzing by categorizing techniques that are used in software fuzzing
literature.

We answer the following research questions:
• RQ1: What techniques are used to perform software fuzzing?
• RQ2: How frequently do the identified software fuzzing techniques
appear in software fuzzing literature?

1https://chromium.googlesource.com/chromium/src/+/master/testing/libfuzzer/README.md
2https://www.microsoft.com/en-us/security-risk-detection/success-stories/
3https://github.com/search?q=fuzzing&type=Repositories
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Our contribution is a taxonomy of techniques reported in prior
literature related to software fuzzing.

2 METHODOLOGY
In this section we describe our methodology.

2.1 RQ1: Techniques used in Fuzzing
We conduct a scoping review of publications related to software
fuzzing to derive our taxonomy. Using a scoping review researchers
can synthesize results using a limited search [2]. According toMunn
et al. “Researchers may conduct scoping reviews instead of systematic
reviews where the purpose of the review is to identify knowledge
gaps, scope a body of literature, clarify concepts or to investigate
research conduct.”. Unlike a systematic literature review, a scoping
review is less comprehensive, and can be used as a precursor to
conduct a systematic literature review. Scoping review can be useful
to collect emerging evidence, which eventually can be used to
inform further research decisions [2]. For example, if a researcher is
inexperienced in the domain of software fuzzing, and wants to get
an understanding of existing topics such as practices and techniques
to implement fuzzing, then a scoping review could be useful to that
researcher of interest.

We conduct a scoping review by identifying established venues
where software fuzzing-related literature is published. We select
four conferences: International Conference on Software Engineer-
ing (ICSE), Symposium on Foundations of Software Engineering
(FSE), Computer and Communications Security (CCS), and USENIX
Security Symposium (USENIX). We select these conferences be-
cause (i) these conferences are rated as ‘flagship conference’ by
Computing Research & Education (CORE) 4, and (ii) these con-
ferences publish literature related to software fuzzing. Along with
ICSE, FSE, CCS, and USENIX, we also include conferences that focus
on testing namely, International Symposium on Software Testing
and Analysis (ISSTA) and International Conference on Software
Testing, Verification and Validation (ICST), as software fuzzing is a
sub-category of software testing [1]. We select conferences as they
tend to have a shorter review cycle and are more likely to include
recent advances in the field of interest [10]. We conduct the review
by applying the following steps:
• Step-1: We download all papers from 2009 to 2019 for each of the
four conferences.

• Step-2: We read the title, abstract, and keywords to determine if
the downloaded papers are related to fuzzing.

• Step-3: Upon completion of Step-2, one rater reads each collected
paper, and identifies topics discussed in the paper of interest

4http://www.core.edu.au/
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using qualitative analysis. For each paper the rater derives a
topic by identifying what technique is used by the authors to
conduct fuzzing for the software of interest.

• Step-4: Similar to Rahman and Williams [8], the rater uses card
sorting, a qualitative analysis technique to identify high-level
categories from the identified topics in Step-3. Card sorting is a
qualitative analysis technique to identify categories from natural
language text [11].

Upon completion of the above-mentioned steps, we derive a list
of categories that synthesizes the fuzzing-related topics discussed
in various papers published in the four conferences of interest.

2.2 RQ2: Frequency of Identified Techniques
We answer RQ2 using the metric ‘Publication (𝑥 )’. The metric ‘Pub-
lication (𝑥 )’ quantifies the proportion of publications that use tech-
nique 𝑥 . We calculate ‘Publication (𝑥)’ using by calculating the
proportion of publications that use technique 𝑥 .

3 RESULTS
We present the results of our research in this section.

3.1 Answer to RQ1
Following our methodology we collect 2,061 publications. By apply-
ing our filtering criteria (Step-2 in Section 2) we obtain 48 publica-
tions related to software fuzzing. Finally, using qualitative analysis
(Step-3 in Section 2) and card sorting (Step-4 in Section 2) we iden-
tify five topics, which we discuss below:

• Feature mining: This category related to software fuzzing in-
cludes publications thatmine features to conduct software fuzzing.
We observe researchers mine features from software source code,
software specification, operating system kernel calls, memory
access logs, protocol communication traffic, CPU usage logs, and
program state executions.

• Symbolic execution: This category includes publications that
use symbolic execution to conduct software fuzzing. Symbolic
execution is the practice of generating test cases where instead of
real values, artificial values are used for test case generation [5]. In
this manner, data is replaced by symbolic values with expression
sets.

• Search-based algorithms: This category includes publications
that use search-based algorithms to conduct software fuzzing.
Search-based algorithms are artificial intelligence techniques that
use stochastic techniques to explore multi-dimensional search
spaces [4].

• Formal methods: This category includes publications that use
formal methods to perform software fuzzing. Formal methods
are system design techniques where testing techniques such as
fuzzing are specified as mathematical equations [3].

• Taint analysis: This category includes publications that use
taint analysis to conduct software fuzzing. Taint analysis is a
technique that checks which variables can be modified by the
user input [9].

Table 1: Answer to RQ2: Frequency of Identified Topics

Topic Publication (%)
Feature mining 45.8

Symbolic execution 14.5
Search-based algorithms 14.5

Formal methods 16.7
Taint analysis 14.5

3.2 Answer to RQ2
We observe feature mining to be themost frequently used technique.
We provide the values for the ‘Publication’ metric in Table 1 for
each topic. A complete mapping of each of the 48 publications with
each identified topic is available online 5.

4 CONCLUSION
A review of existing literature related to software fuzzing can help
identify topics and inform researchers on what techniques can be
investigated and applied to identify vulnerabilities in unexplored
domains such as scientific software. We conduct a scoping review
with 48 publications published inwell-known academic venues such
as ICSE and CCS. We derive five techniques namely, feature mining,
symbolic execution, search-based algorithms, formal methods, and
taint analysis. We observe the most frequent technique to be feature
mining. Our taxonomymight be helpful for researchers in twoways:
(i) researchers can use our taxonomy to assess what techniques
can be used to identify undiscovered software vulnerabilities in
under-explored domains such as scientific software [6], and (ii)
derive a taxonomy that is comprehensive. We hope our publication
will garner further interest in the domain of software fuzzing.
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