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Abstract—In DevOps, infrastructure as code (IaC) scripts are used by practitioners to create and manage an automated deployment pipeline that enables IT organizations to release their software changes rapidly at scale. Low quality IaC scripts can have serious consequences, potentially leading to widespread system outages and service discrepancies. The goal of this research is to help practitioners increase the quality of infrastructure as code (IaC) scripts by identifying anti-patterns in IaC scripts and development of IaC scripts. Using open source repositories, we conduct three initial studies to (i) quantify the frequency and categorize the defects in IaC scripts; and (ii) identify operations that characterize defective IaC scripts. Based on our empirical analysis we observe (i) the dominant defect defect categories to be related to syntax and configuration assignments, and (ii) three operations that characterize defective IaC scripts. The above-mentioned findings motivate us to identify anti-patterns in IaC scripts and IaC development. To this end, we propose three studies that identify (i) process anti-patterns; and (ii) security-related anti-patterns in IaC.

I. INTRODUCTION

Information technology (IT) organizations are increasingly adopting DevOps practices [1]. DevOps organizations i.e. IT organizations that adopt DevOps, have strong collaboration between software development and operations teams to deliver software rapidly [2]. One technology that these organizations consider essential to implement DevOps is the use of infrastructure as code (IaC) scripts [2] [3]. DevOps organizations use IaC scripts such as Puppet 
1scripts, to automatically manage their configurations and operations infrastructure [2].

Similar to software source code, IaC scripts can experience frequent churn, making these scripts susceptible to quality issues such as defects [4]. Defects in IaC scripts can have serious consequences, as these scripts are associated in setting up and managing cloud-based infrastructure, and ensuring availability of software services. For example on January 2017, execution of a defective IaC script erased home directories of around 270 users in cloud instances maintained by Wikimedia 2. The above-mentioned evidence demonstrated in real-world, and research studies motivate us to systematically study quality issues of IaC scripts in forms of anti-patterns.

Anti-patterns in software engineering correspond to practices that may have negative consequences [5]. Practitioners might be inadvertently implementing practices with negative consequences due to lack of knowledge, lack of experience, or applying a perceived good practice in the wrong context [5]. By identifying anti-patterns we can provide actionable recommendations to practitioners, and pinpoint characteristics that correlate with defects and violate security and privacy objectives.

Thesis Statement: Through systematic investigation, we can identify anti-patterns in infrastructure as code that (i) correlate with defects; and (ii) violate security and privacy objectives.

We empirically evaluate our thesis statement by answering the following research questions:

• RQ-1: How frequently do defects occur in infrastructure as code (IaC) scripts? What categories of defects occur IaC scripts?
• RQ-2: What text features characterize defective infrastructure as code scripts?
• RQ-3: What are the process anti-patterns in developing infrastructure as code scripts?
• RQ-4: What security anti-patterns are exhibited in infrastructure as code scripts?

Upon completion of this thesis we expect to make the following contributions:

• A set of process, and security-related anti-patterns;
• Tool suites that extract process, and security anti-patterns from IaC scripts;
• Datasets where scripts are labeled as defective, and violating security-related anti-patterns are identified; and
• Defect prediction models built using process anti-patterns of IaC scripts

II. RESEARCH

A. Study-1: Defect Categories (Under Review at TSE’18)

Motivation: Categorization of defects for a software system helps in formulating effective mitigation strategies, and prioritize testing efforts [6]. Researchers [7] have previously used classification schemes, such as the defect type attribute of orthogonal defect classification (ODC) [6], to classify defects for non-IaC software systems written in GPLs. By characterizing defects in IaC we can understand how frequently defects occur, and what categories of defects occur in IaC scripts.

Methodology: We use the defect type attribute of ODC to categorize defects. We select the ODC defect type attribute as

1https://puppet.com/
2https://wikitech.wikimedia.org/wiki/Incident_documentation/20170118-Labs
this technique uses semantic information to provide informed decisions on the defect categories [6]. According to the ODC defect type attribute, a defect can belong to eight categories. As an XCM might not correspond to a defect, we added a ‘no defect’ category. Furthermore, a XCM might not belong to any of the eight categories that belong to the ODC defect type attribute. Hence, we introduced the ‘other’ category. Altogether we considered 10 categories, and classified the XCMs into one of these 10 categories. We constructed three datasets: ‘Mozilla’, ‘Openstack’, and ‘Wikimedia’.

Results: Respectively, for Mozilla, Openstack, and Wikimedia, we observe (i) 42.8%, 66.8%, and 50.3% of the defective IaC scripts to contain defects that belong to category assignment; and (ii) assignment-related defects are more prevalent amongst IaC systems compared to previously studied non-IaC systems.

B. Study-2: Characteristics of Defective Scripts (Accepted at ICST’18)

Motivation: In prior work, researchers have used text features to characterize defective software source files written in GPLs, such as Java [8]. IaC scripts use domain specific languages (DSLs) [9]. The syntax and semantics of DSLs are fundamentally different from GPLs [10], and through systematic investigation we can determine if text-based features can be used effectively for characterizing and predicting defective IaC scripts.

Methodology: We characterize defective IaC scripts by extracting text features. We use two text mining techniques to extract text features: the ‘bag-of-words (BOW)’ technique [11] and the ‘term frequency-inverse document frequency (TF-IDF)’ technique [12]. We apply the Strauss-Corbin Grounded Theory (SGT) [?] on text features that correlate with defective IaC scripts to characterize properties of defective IaC scripts. We construct defect prediction models using the text features and Random Forest (RF) [13].

Results: We identify three properties that characterize defective IaC scripts: filesystem operations, infrastructure provisioning, and managing user accounts. Using the bag-of-word technique, we observe a median F-Measure of 0.74, 0.71, and 0.73, respectively, for Mozilla, Openstack, and Wikimedia Commons. Using the TF-IDF technique, we observe a median F-Measure of 0.72, 0.74, and 0.70, respectively, for Mozilla, Openstack, and Wikimedia Commons.

C. Study-3: Process Characteristics (In Progress)

Motivation: Prior research has shown that software source code written in GPLs is correlated with process metrics. We hypothesize that a certain set of characteristics related to the IaC development process are correlated with defects, and can be used to predict defective scripts.

Methodology: We hypothesize the following characteristics to be correlated with defective IaC scripts: commits, age, number of developers who modified the script, lines changed per commit, and number of developers who multitask. We also used these characteristics to build prediction models.

D. Study-4: Characteristics that Violate Security Objectives (Proposed)

Motivation: As IaC scripts hold crucial information about the deployment environment, violation of security objectives can be disastrous. We refer to characteristics of IaC scripts that violate security objectives as security-related anti-patterns. As an example anti-pattern, if administrator credentials are hardcoded in IaC scripts, attackers can use those credentials and hack into the deployment infrastructure.

Methodology: As the first step to extract the security-related anti-patterns, we will apply grounded theory analysis [14]. Next, we will create an automated tool that will identify the security-related anti-patterns in IaC scripts. We plan to add custom heuristics derived from our qualitative analysis, and extend existing commercial tools such as, puppet-lint 3.
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